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Preface for Instructors

Welcome to the eighth edition of Java: An Introduction to Problem Solving & 
Programming. This book is designed for a first course in programming and 
computer science. It covers programming techniques, as well as the basics of 
the Java programming language. It is suitable for courses as short as one 
quarter or as long as a full academic year. No previous programming experience 
is required, nor is any mathematics, other than a little high school algebra. The 
book can also be used for a course designed to teach Java to students who have 
already had another programming course, in which case the first few chapters 
can be assigned as outside reading.

Changes in This Edition

The following list highlights how this eighth edition differs from the seventh 
edition:

■■ Correction of errors and edits for readability.
■■ The material on Java applets has been removed from the printed text but is 
available as an online chapter.

■■ With the exception of JOptionPane the graphics supplements have changed 
from Swing to JavaFX. The Swing chapters are available online. The JavaFX 
material introduces drawing, layout, event handling, and common UI 
controls.

■■ Examples of event-driven programming with the event handler in a 
separate class, the main application class, an anonymous inner class, and 
using lambda functions.

■■ Introduction to the Timeline and Scene Builder.
■■ Five new VideoNotes for a total of seventy seven VideoNotes. These 
VideoNotes walk students through the process of both problem solving 
and coding to help reinforce key programming concepts. An icon appears 
in the margin of the book when a VideoNote is available regarding the 
topic covered in the text.

■■ Ten new/revised Programming Projects.
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Latest Java Coverage

All of the code in this book has been tested using Oracle’s Java SE Development 
Kit (JDK), version 8. Any imported classes are standard and in the Java Class 
Library that is part of Java. No additional classes or specialized libraries are 
needed.

Flexibility

If you are an instructor, this book adapts to the way you teach, rather than 
making you adapt to the book. It does not tightly prescribe the sequence in 
which your course must cover topics. You can easily change the order in which 
you teach many chapters and sections. The particulars involved in rearranging 
material are explained in the dependency chart that follows this preface and in 
more detail in the “Prerequisites” section at the start of each chapter.

Early Graphics

Graphics supplement sections in each of the chapters. This gives you the 
option of covering graphics and GUI programming from the start of your 
course. The graphics supplement sections emphasize GUIs built using JavaFX. 
Any time after Chapter 8, you can move on to the supplemental chapters on 
GUI programming using Swing (Chapters 13 through 15), which are now on 
the Web. Alternatively, you can continue through Chapter 10 with a mix of 
graphics and more traditional programming. Instructors who prefer to 
postpone the coverage of graphics can postpone or skip the graphics 
supplement sections.

Coverage of Problem-Solving and Programming Techniques

This book is designed to teach students basic problem-solving and 
programming techniques and is not simply a book about Java syntax. It 
contains numerous case studies, programming examples, and programming 
tips. In addition, many sections explain important problem-solving and 
programming techniques, such as loop design techniques, debugging 
techniques, style techniques, abstract data types, and basic object-oriented 
programming techniques, including UML, event-driven programming, and 
generic programming using type parameters.

Early Introduction to Classes

Any course that really teaches Java must teach classes early, since everything in 
Java involves classes. A Java program is a class. The data type for strings of 
characters is a class. Even the behavior of the equals operator (==) depends on 
whether it is comparing objects from classes or simpler data items. Classes 
cannot be avoided, except by means of absurdly long and complicated “magic 
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formulas.” This book introduces classes fairly early. Some exposure to using 
classes is given in Chapters 1 and 2. Chapter 5 covers how to define classes. All 
of the basic information about classes, including inheritance, is presented by 
the end of Chapter 8 (even if you omit Chapter 7). However, some topics 
regarding classes, including inheritance, can be postponed until later in the 
course.

Although this book introduces classes early, it does not neglect tradition-
al programming techniques, such as top-down design and loop design tech-
niques. These older topics may no longer be glamorous, but they are informa-
tion that all beginning students need.

Generic Programming

Students are introduced to type parameters when they cover lists in Chapter 
12. The class ArrayList is presented as an example of how to use a class that 
has a type parameter. Students are then shown how to define their own classes 
that include a type parameter.

Language Details and Sample Code

This book teaches programming technique, rather than simply the Java 
language. However, neither students nor instructors would be satisfied with an 
introductory programming course that did not also teach the programming 
language. Until you calm students’ fears about language details, it is often 
impossible to focus their attention on bigger issues. For this reason, the book 
gives complete explanations of Java language features and lots of sample code. 
Programs are presented in their entirety, along with sample input and output. 
In many cases, in addition to the complete examples in the text, extra complete 
examples are available over the Internet.

Self-Test Questions

Self-test questions are spread throughout each chapter. These questions have a 
wide range of difficulty levels. Some require only a one-word answer, whereas 
others require the reader to write an entire, nontrivial program. Complete 
answers for all the self-test questions, including those requiring full programs, 
are given at the end of each chapter.

Exercises and Programming Projects

Completely new exercises appear at the end of each chapter. Since only you, 
and not your students, will have access to their answers, these exercises are 
suitable for homework. Some could be expanded into programming projects. 
However, each chapter also contains other programming projects, several of 
which are new to this edition.



Support Material

The following support materials are available on the Internet at www 
.pearsonglobaleditions.com/Savitch:

For instructors only:
■■ Solutions to most exercises and programming projects
■■ PowerPoint slides

Instructors should click on the registration link and follow instructions to 
receive a password. If you encounter any problems, please contact your local 
Pearson Sales Representative.

For students:
■■ Source code for programs in the book and for extra examples
■■ VideoNotes: video solutions to programming examples and exercises.

Visit www.pearsonglobaleditions.com/Savitch to access the student resources.

Online Practice and Assessment with Pearson MyLab 
Programming

Pearson MyLab Programming helps students fully grasp the logic, semantics, 
and syntax of programming. Through practice exercises and immediate, 
personalized feedback, MyLab Programming improves the programming 
competence of beginning students who often struggle with the basic concepts 
and paradigms of popular high-level programming languages.

A self-study and homework tool, a MyLab Programming course consists of 
hundreds of small practice problems organized around the structure of this text-
book. For students, the system automatically detects errors in the logic and syntax 
of their code submissions and offers targeted hints that enable students to figure out 
what went wrong—and why. For instructors, a comprehensive gradebook tracks 
correct and incorrect answers and stores the code inputted by students for review.

MyLab Programming is offered to users of this book in partnership with 
Turing’s Craft, the makers of the CodeLab interactive programming exercise 
system. For a full demonstration, to see feedback from instructors and stu-
dents, or to get started using MyLab Programming in your course, visit www.
myprogramminglab.com.

VideoNotes

VideoNotes are designed for teaching students key programming concepts and 
techniques. These short step-by-step videos demonstrate how to solve 
problems from design through coding. VideoNotes allow for self-placed 
instruction with easy navigation including the ability to select, play, rewind, 
fast-forward, and stop within each VideoNote exercise.

VideoNote
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Margin icons in your textbook let you know when a VideoNote video is 
available for a particular concept or homework problem.

Contact Us

Your comments, suggestions, questions, and corrections are always welcome. 
Please e-mail them to savitch.programming.java@gmail.com.
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Preface for Students

This book is designed to teach you the Java programming language and, even 
more importantly, to teach you basic programming techniques. It requires no 
previous programming experience and no mathematics other than some 
simple high school algebra. However, to get the full benefit of the book, you 
should have Java available on your computer, so that you can practice with the 
examples and techniques given. The latest version of Java is preferable.

If You Have Programmed Before

You need no previous programming experience to use this book. It was 
designed for beginners. If you happen to have had experience with some other 
programming language, do not assume that Java is the same as the 
programming language(s) you are accustomed to using. All languages are 
different, and the differences, even if small, are large enough to give you 
problems. Browse the first four chapters, reading at least the Recap portions. 
By the time you reach Chapter 5, it would be best to read the entire chapter.

If you have programmed before in either C or C++, the transition to Java 
can be both comfortable and troublesome. At first glance, Java may seem al-
most the same as C or C++. However, Java is very different from these lan-
guages, and you need to be aware of the differences. Appendix 6 compares Java 
and C++ to help you see what the differences are.

Obtaining a Copy of Java

Appendix 1 provides links to sites for downloading Java compilers and 
programming environments. For beginners, we recommend Oracle’s Java JDK 
for your Java compiler and related software and TextPad or DrJava as a simple 
editor environment for writing Java code. When downloading the Java JDK, be 
sure to obtain the latest version available.

Support Materials for Students

■■ Source code for programs in the book and for extra examples
■■ Student lab manual
■■ VideoNotes: video solutions to programming examples and exercises.

Visit www.pearsonglobaleditions.com/Savitch to access the student resources.

http://www.pearsonglobaleditions.com/Savitch
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Learning Aids

Each chapter contains several features to help you learn the material:

■■ The opening overview includes a brief table of contents, chapter objectives 
and prerequisites, and a paragraph or two about what you will study.

■■ Recaps concisely summarize major aspects of Java syntax and other 
important concepts.

■■ FAQs, or “frequently asked questions,” answer questions that other 
students have asked.

■■ Remembers highlight important ideas you should keep in mind.
■■ Programming Tips suggest ways to improve your programming skills.
■■ Gotchas identify potential mistakes you could make—and should avoid—
while programming.

■■ Asides provide short commentaries on relevant issues.
■■ Self-Test Questions test your knowledge throughout, with answers given at 
the end of each chapter. One of the best ways to practice what you are 
learning is to do the self-test questions before you look at the answers.

■■ A summary of important concepts appears at the end of each chapter.

Online Practice with Pearson MyLab Programming

A self-study and practice tool, a MyLab Programming course consists of 
hundreds of small practice problems organized around the structure of this 
textbook. The system automatically detects errors in the logic and syntax of 
your code submissions and offers targeted hints that enable you to figure out 
what went wrong—and why. Visit www.myprogramminglab.com for more 
information.

VideoNotes

These short step-by-step videos demonstrate how to solve problems from 
design through coding. VideoNotes allow for self-placed instruction with easy 
navigation including the ability to select, play, rewind, fast-forward, and stop 
within each VideoNote exercise. Margin icons in your textbook let you know 
when a VideoNote video is available for a particular concept or homework 
problem.

This Text Is Also a Reference Book

In addition to using this book as a textbook, you can and should use it as a 
reference. When you need to check a point that you have forgotten or that you 
hear mentioned by somebody but have not yet learned yourself, just look in 
the index. Many index entries give a page number for a “recap.” Turn to that 
page. It will contain a short, highlighted entry giving all the essential points on 

VideoNote

http://www.myprogramminglab.com
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that topic. You can do this to check details of the Java language as well as 
details on programming techniques.

Recap sections in every chapter give you a quick summary of the main 
points in that chapter. Also, a summary of important concepts appears at the 
end of each chapter. You can use these features to review the chapter or to 
check details of the Java language.
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boxes, the material in the higher box should be covered before the material in the lower box. 
Minor variations to this chart are discussed in the “Prerequisites” section at the start of each 
chapter. These variations usually provide more, rather than less, flexibility than what is shown on 
the chart.

Dependency Chart

* Note that some sections of these 
chapters can be covered sooner. 
Those sections are given in this chart.
** These chapters contain sections 
that can be covered sooner. See the 
chapter’s “Prerequisites” section for 
full details. 
† Online chapter

Chapter 1 Introduction

Chapter 2
Primitive Types, Strings

Chapter 3 
Flow of Control: Branching

Chapter 4 
Flow of Control: Loops

Section 7.1 
Array Basics

Chapter 7* 
Arrays

Chapter 11** 
Recursion

Chapter 8** 
Inheritance

Chapter 13**,† 
Basic Swing

Chapter 14† 
Applets

Chapter 15† 
More Swing

Chapter 9* 
Exceptions

Section 9.1 
Exception Basics

Section 10.1 
Overview of Files

Section 10.2 
Text Files

Section 10.3 
Any Files

Section 10.4 
Binary Files

Section 10.5 
File I/O for Objects

Section 10.6 
Network Communi-
cation with Streams

Chapter 12** 
Data Structures, Generics

Chapter 5 and 6 
Classes and Methods
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Recaps
Summarize Java syntax and other 
important concepts.

Remembers
Highlight important ideas that  
students should keep in mind.

Features of This Text

 1.1 Computer Basics 41

Recall that main memory holds the current program and much of its data. 
Auxiliary memory is used to hold data in a more or less permanent form. 
Auxiliary memory is also divided into bytes, but these bytes are grouped into 
much larger units known as files. A file can contain almost any sort of data, 
such as a program, an essay, a list of numbers, or a picture, each in an encoded 
form. For example, when you write a Java program, you will store the program 
in a file that will typically reside in some kind of disk storage. When you use 
the program, the contents of the program file are copied from auxiliary 
memory to main memory.

You name each file and can organize groups of files into directories, or 
folders. Folder and directory are two names for the same thing. Some computer 
systems use one name, and some use the other.

FAQ1 Why just 0s and 1s?

Computers use 0s and 1s because it is easy to make an electrical device 
that has only two stable states. However, when you are programming, 
you normally need not be concerned about the encoding of data as 0s 
and 1s. You can program as if the computer directly stored numbers, 
letters, or strings of characters in memory.

There is nothing special about calling the states zero and one. We 
could just as well use any two names, such as A and B or true and false. 
The important thing is that the underlying physical device has two stable 
states, such as on and off or high voltage and low voltage. Calling these 
two states zero and one is simply a convention, but it’s one that is 
almost universally followed.

1 FAQ stands for “frequently asked question.”

RECAP Bytes and Memory Locations

A computer’s main memory is divided into numbered units called bytes. 
The number of a byte is called its address. Each byte can hold eight  
binary digits, or bits, each of which is either 0 or 1. To store a piece of 
data that is too large to fit into a single byte, the computer uses several 
adjacent bytes. These adjacent bytes are thought of as a single, larger 
memory location whose address is the address of the first of the adjacent 
bytes.

A file is a group 
of bytes stored in 
auxiliary memory

A directory, or 
folder, contains 
groups of files
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Data Types

As you have learned, a data type specifies a set of values and their operations. 
In fact, the values have a particular data type because they are stored in memory 
in the same format and have the same operations defined for them.

RECAP Variable Declarations

In a Java program, you must declare a variable before it can be used. 
A variable declaration has the following form:

SYNTAX

Type Variable_1, Variable_2, . . .;

EXAMPLES

int styleNumber, numberOfChecks, numberOfDeposits;
double amount, interestRate;
char answer;

REMEMBER  Syntactic Variables

When you see something in this book like Type, Variable_1, or Variable_2 
used to describe Java syntax, these words do not literally appear in your 
Java code. They are syntactic variables, which are a kind of blank that you 
fill in with something from the category that they describe. For example, 
Type can be replaced by int, double, char, or any other type name. 
Variable_1 and Variable_2 can each be replaced by any variable name.

Java has two main kinds of data types: class types and primitive types. As 
the name implies, a class type is a data type for objects of a class. Since a class 
is like a blueprint for objects, the class specifies how the values of its type are 
stored and defines the possible operations on them. As we implied in the 
previous chapter, a class type has the same name as the class. For example, 
quoted strings such as "Java is fun" are values of the class type String, 
which is discussed later in this chapter.

Variables of a primitive type are simpler than objects (values of a class 
type), which have both data and methods. A value of a primitive type is an 
indecomposable value, such as a single number or a single letter. The types 
int, double, and char are examples of primitive types.

A data type 
specifies a set of 
values and 
operations

Class types and 
primitive types
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■ PROGRAMMING TIP  Initialize Variables

A variable that has been declared, but that has not yet been given a value by an 
assignment statement (or in some other way), is said to be uninitialized. If 
the variable is a variable of a class type, it literally has no value. If the variable 
has a primitive type, it likely has some default value. However, your program 
will be clearer if you explicitly give the variable a value, even if you are simply 
reassigning the default value. (The exact details on default values have been 
known to change and should not be counted on.)

One easy way to ensure that you do not have an uninitialized variable is to 
initialize it within the declaration. Simply combine the declaration and an 
assignment statement, as in the following examples:

int count = 0;
double taxRate = 0.075;
char grade = 'A';
int balance = 1000, newBalance;

Note that you can initialize some variables and not initialize others in a 
declaration.

Sometimes the compiler may complain that you have failed to initialize a 
variable. In most cases, that will indeed be true. Occasionally, though, the 
compiler is mistaken in giving this advice. However, the compiler will not 
compile your program until you convince it that the variable in question is 
initialized. To make the compiler happy, initialize the variable when you 
declare it, even if the variable will be given another value before it is used for 
anything. In such cases, you cannot argue with the compiler. ■

RECAP Assignment Statements Involving Primitive Types

An assignment statement that has a variable of a primitive type on 
the left side of the equal sign causes the following action: First, the 
expression on the right side of the equal sign is evaluated, and then the 
variable on the left side of the equal sign is set to this value.

SYNTAX

Variable = Expression;

EXAMPLE

score = goals – errors;
interest = rate * balance;
number = number + 5;

You can initialize 
a variable when 
you declare it

GRIDLINE SET IN 1ST-PP TO INDICATE SAFE AREA; TO BE REMOVED AFTER 1ST-PP
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Programming Tips
Give students helpful advice about 
programming in Java.

FAQs
Provide students answers to frequently 
asked questions within the context of 
the chapter.
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will not give you any error messages. For this reason, logic errors are the 
hardest kind of error to locate.

GOTCHA  Coping with “Gotchas”

Any programming language has details that can trip you up in ways that are 
surprising or hard to deal with. These sorts of problems are often called pitfalls, 
but a more colorful term is gotchas. A gotcha is like a trap waiting to catch you. 
When you get caught in the trap, the trap has “got you” or, as it is more 
commonly pronounced, “gotcha.”

In this book, we have “Gotcha” sections like this one that warn you about 
many of the most common pitfalls and tell you how to avoid them or cope 
with them. ■

GOTCHA  Hidden Errors

Just because your program compiles and runs without any errors and even 
produces reasonable-looking output does not mean that your program is correct. 
You should always run your program with some test data that gives predictable 
output. To do this, choose some data for which you can compute the correct 
results, either by using pencil and paper, by looking up the answer, or by some 
other means. Even this testing does not guarantee that your program is correct, but 
the more testing you do, the more confidence you can have in your program. ■

SELF-TEST QUESTIONS

29. What is a syntax error?

30. What is a logic error?

31. What kinds of errors are likely to produce error messages that will alert 
you to the fact that your program contains an error?

32. Suppose you write a program that is supposed to compute the day of the 
week (Sunday, Monday, and so forth) on which a given date (like December 
1, 2014) will fall. Now suppose that you forget to account for leap years. 
Your program will then contain an error. What kind of program error is it?

Software Reuse

When you first start to write programs, you can easily get the impression that 
you must create each program entirely from scratch. However, typical software 
is not produced this way. Most programs contain some components that 

Don’t let a gotcha 
get you

VideoNote
Recognizing a hidden error
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Recall that main memory holds the current program and much of its data. 
Auxiliary memory is used to hold data in a more or less permanent form. 
Auxiliary memory is also divided into bytes, but these bytes are grouped into 
much larger units known as files. A file can contain almost any sort of data, 
such as a program, an essay, a list of numbers, or a picture, each in an encoded 
form. For example, when you write a Java program, you will store the program 
in a file that will typically reside in some kind of disk storage. When you use 
the program, the contents of the program file are copied from auxiliary 
memory to main memory.

You name each file and can organize groups of files into directories, or 
folders. Folder and directory are two names for the same thing. Some computer 
systems use one name, and some use the other.

FAQ1 Why just 0s and 1s?

Computers use 0s and 1s because it is easy to make an electrical device 
that has only two stable states. However, when you are programming, 
you normally need not be concerned about the encoding of data as 0s 
and 1s. You can program as if the computer directly stored numbers, 
letters, or strings of characters in memory.

There is nothing special about calling the states zero and one. We 
could just as well use any two names, such as A and B or true and false. 
The important thing is that the underlying physical device has two stable 
states, such as on and off or high voltage and low voltage. Calling these 
two states zero and one is simply a convention, but it’s one that is 
almost universally followed.

1 FAQ stands for “frequently asked question.”

RECAP Bytes and Memory Locations

A computer’s main memory is divided into numbered units called bytes. 
The number of a byte is called its address. Each byte can hold eight  
binary digits, or bits, each of which is either 0 or 1. To store a piece of 
data that is too large to fit into a single byte, the computer uses several 
adjacent bytes. These adjacent bytes are thought of as a single, larger 
memory location whose address is the address of the first of the adjacent 
bytes.

A file is a group 
of bytes stored in 
auxiliary memory

A directory, or 
folder, contains 
groups of files
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Case Studies
Take students from problem statement 
to algorithm development to Java code.

380 CHAPTER 5 / Defining Classes and Methods

means “if s1 is extinct.” Beginning the name of a boolean-valued method with 
a word such as is or has clarifies the meaning of your program. Not only will 
others benefit from this naming convention, you likely will make fewer errors 
while writing the program. ■

SELF-TEST QUESTIONS

24. What is a reference type? Are class types reference types? Are primitive 
types, such as int, reference types?

25. When comparing two quantities of a class type to see whether they are 
“equal,” should you use == or the method equals?

26. When comparing two quantities of type int to see whether they are 
“equal,” should you use == or the method equals ?

27. Write a method definition for a method called isGrowthRateLargerThan 
that could be added to the class Species in Listing 5.19. This method has 
one argument of type Species. The method returns true if the receiving 
object has a larger growth rate than the growth rate of the argument; 
otherwise, it returns false.

CASE STUDY Unit Testing
So far we’ve tested our programs by running them, typing in some input, and 
visually checking the results to see if the output is what we expected. This is 
fine for small programs but is generally insufficient for large programs. In a 
large program there are usually so many combinations of interacting inputs 
that it would take too much time to manually verify the correct result for all 
inputs. Additionally, it is possible that code changes result in unintended side 
effects. For example, a fix for one error might introduce a different error. One 
way to attack this problem is to write unit tests. Unit testing is a methodology 
in which the programmer tests the correctness of individual units of code. A 
unit is often a method but it could be a class or other group of code.

The collection of unit tests becomes the test suite. Each test is generally 
automated so that human input is not required. Automation is important 
because it is desirable to have tests that run often and quickly. This makes it 
possible to run the tests repeatedly, perhaps once a day or every time code is 
changed, to make sure that everything is still working. The process of running 
tests repeatedly is called regression testing.

Let’s start with a simple test case for the Species class in Listing 5.19. Our 
first test might be to verify that the name, initial population, and growth rate 
is correctly set in the setSpecies method. We can accomplish this by creating 

Unit testing 
verifies if 
individual units of 
code are working 
correctly
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110 CHAPTER 2 / Basic Computation

the precedence rules shown in Figure 2.2.3 Operators that are higher on the 
list are said to have higher precedence. When the computer is deciding which 
of two operations to perform first and the order is not dictated by parentheses, 
it begins with the operation having higher precedence and then performs the 
one having lower precedence. Some operators have equal precedence, in 
which case the order of operations is determined by where the operators 
appear in the expression. Binary operators of equal precedence are performed 
in left-to-right order. Unary operators of equal precedence are performed in 
right-to-left order.

These precedence rules are similar to the rules used in algebra. Except for 
some very standard cases, it is best to include the parentheses, even if the 
intended order of operations is the one indicated by the precedence rules, 
because the parentheses can make the expression clearer to a person reading 
the program code. Too many unnecessary parentheses can have the opposite 
effect, however. One standard case in which it is normal to omit parentheses is 
a multiplication within an addition. Thus,

balance = balance + (interestRate * balance);

would usually be written

balance = balance + interestRate * balance;

Both forms are acceptable, and the two forms have the same meaning.
Figure 2.3 shows some examples of how to write arithmetic expressions in 

Java and indicates in color some of the parentheses that you can normally omit.

Specialized Assignment Operators

You can precede the simple assignment operator (=) with an arithmetic 
operator, such as +, to produce a kind of special-purpose assignment operator. 

Highest Precedence

First: the unary operators +, -, !, ++, and --

Second: the binary arithmetic operators *, /, and %

Third: the binary arithmetic operators + and 

Lowest Precedence

FIGURE 2.2  Precedence Rules

3 Figure 2.2 shows all the operators we will use in this chapter. More precedence rules 
will be given in Chapter 3.

Precedence rules 
and parentheses 
determine the 
order of 
operations

VideoNote
Writing arithmetic 
expressions and statements

GRIDLINE SET IN 1ST-PP TO INDICATE SAFE AREA; TO BE REMOVED AFTER 1ST-PP

M02_SAVI7472_08_GE_C02.indd Page 110  29/05/18  7:04 PM adeshbajaj /DATA/ADESH/Savitch_GE_201_PH03100/Global%20crx.

Listings
Show students complete programs with 
sample output.

 1.4 Graphics Supplement 67

Due to the historical progression from AWT to Swing to JavaFX, you may 
find it helpful to learn a bit about AWT and Swing. Sometimes you will see 
references to the older toolkits in the context of a newer toolkit. Swing is 
covered in the online chapter.

A Sample JavaFX Application

Listing 1.2 contains a JavaFX application that draws a happy face. Let’s examine 
the code by going through it section by section.

import javafx.application.Application; 
import javafx.scene.canvas.Canvas;
import javafx.scene.Scene;
import javafx.scene.Group;
import javafx.stage.Stage;
import javafx.scene.canvas.GraphicsContext;
import javafx.scene.shape.ArcType;

public class HappyFace extends Application
{
   public static void main(String[] args)
   {
      launch(args);
   }

   @Override
   public void start(Stage primaryStage) throws Exception
   {
       Group root = new Group();
       Scene scene = new Scene(root);
       Canvas canvas = new Canvas(400, 300);                   
       GraphicsContext gc = canvas.getGraphicsContext2D();     
       gc.strokeOval(100, 50, 200, 200);                       
       gc.fillOval(155, 100, 10, 20);                          
       gc.fillOval(230, 100, 10, 20);                          
       gc.strokeArc(150, 160, 100, 50, 180, 180, ArcType.OPEN);

       root.getChildren().add(canvas);
       primaryStage.setTitle("HappyFace in JavaFX");
       primaryStage.setScene(scene);
       primaryStage.show();
   }
}

LISTING 1.2  Drawing a Happy Face
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Programming Examples
Provide more examples of Java 
programs that solve specific problems.

Self-Test Questions
Provide students with the opportunity 
to practice skills learned in the chapter. 
Answers at the end of each chapter 
give immediate feedback.

Asides
Give short commentary on relevant 
topics.

 5.1 Class and Method Definitions 335

applies to void methods as well: void methods can have formal parameters, 
which are handled in exactly the same way as we just described for methods 
that return a value.

It is possible, even common, to have more than one formal parameter in a 
method definition. In that case, each formal parameter is listed in the method 
heading, and each parameter is preceded by a data type. For example, the 
following might be the heading of a method definition:

public void doStuff(int n1, int n2, double cost, char code)

Even if more than one parameter has the same 
type, each parameter must be preceded by a type 
name.

The number of arguments given in a method 
invocation must be exactly the same as the number 
of formal parameters in the heading of the method 
definition. For example, the following might be 
an invocation of our hypothetical method 
doStuff:

anObject.doStuff(42, 100, 9.99, Z);

As suggested by this example, the correspondence 
is one of order and type. The first argument in the 
method call is plugged in for the first parameter in 
the method definition heading, the second 
argument in the method call is plugged in for the 
second parameter in the heading of the method 
definition, and so forth. Each argument must 
match its corresponding parameter in data type, 
except for the automatic type conversions that we discussed earlier.

One word of warning: Parameters of a class type behave differently from 
parameters of a primitive type. We will discuss parameters of a class type later 
in this chapter.

parameter of a primitive type—such as int, double, or char—is a local 
variable.

When a method is invoked, each parameter is initialized to the value 
of the corresponding argument in the method invocation. This type of 
substitution is known as the call-by-value parameter mechanism. The 
argument in a method invocation can be a literal constant, such as 2 or ‘A'; 
a variable; or any expression that yields a value of the appropriate type.

Note that if you use a variable of a primitive type as an argument in a 
method invocation, the method invocation cannot change the value of 
this argument variable.

ASIDE Use of the Terms Parameter and 
Argument

Our use of the terms parameter and 
argument is consistent with common usage. 
We use parameter to describe the definition 
of the data type and variable inside the 
header of a method and argument to 
describe items passed into a method when it 
is invoked. However, people often use these 
terms interchangeably. Some people use the 
term parameter both for what we call a 
formal parameter and for what we call an 
argument. Other people use the term 
argument both for what we call a formal 
parameter and for what we call an 
argument. When you see the term parameter 
or argument in other books, you must figure 
out its exact meaning from the context.

Several 
parameters are 
possible in a 
method

Arguments must 
match parameters 
in number, order, 
and type
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 4.1 Java Loop Statements 253

Nested Loops

4. Revise the following code so that it uses a while loop instead of a  
do-while loop:

Scanner keyboard = new Scanner(System.in); 
int number; 
do 
{
   System.out.println("Enter a whole number:”);
   number = keyboard.nextInt();
   System.out.println("You entered " + number);
} while (number > 0);
System.out.println("number after loop = " + number);

5. What output is produced by the following code?

int count = 0; 
while (count < 5)
{
   System.out.println(count);
   count−−;
}
System.out.println("count after loop = " + count);

6. Imagine a program that reads the population of a city using the following 
statements:

System.out.print("Enter the population of the city: "); 
int population = keyboard.nextInt( );

Write a while loop after these statements that ensures that population is 
positive. If the user enters a population that is either negative or zero, ask 
the user to enter a nonnegative value.

 PROGRAMMING EXAMPLE

The body of a loop can contain any sort of statements. In particular, you can 
have a loop statement within the body of a larger loop statement. For example, 
the program in Listing 4.4 uses a while loop to compute the average of a list 
of nonnegative scores. The program asks the user to enter all the scores 
followed by a negative sentinel value to mark the end of the data. This while 
loop is placed inside a do-while loop so that the user can repeat the entire 
process for another exam, and another, until the user wishes to end the 
program. 

The body of one 
loop can contain 
another loop
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 5.3 Objects and References 389

 

SELF-TEST QUESTIONS

28. Given the class Species as defined in Listing 5.19, why does the following 
program cause an error message?

    public class SpeciesEqualsDemo
    {
    public static void main(String[] args)
    {
        Species s1, s2; s1.
        setSpecies("Klingon ox", 10, 15);
        s2.setSpecies("Klingon ox", 10, 15);
        if (s1 == s2)
            System.out.println("Match with ==.");
        else
            System.out.println("Do Not match with ==.")
    }
}

29. After correcting the program in the previous question, what output does 
the program produce?

30. What is the biggest difference between a parameter of a primitive type and 
a parameter of a class type?

31. Given the class Species, as defined in Listing 5.19, and the class

public class ExerciseClass
{
    public void mystery(Species s, int m)
    {
        s.setSpecies("Klingon ox", 10, 15);
        m = 42;
    }
}

REMEMBER  Differences Between Primitive-Type and  
Class-Type Parameters

A method cannot change the value of an argument of a primitive type 
that is passed to it. In addition, a method cannot replace an object passed 
to it as an argument with another object. On the other hand, a method 
can change the values of the instance variables of an argument of a class 
type.

VideoNote
Exploring parameters of 
class types
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